**C#**

**11**

НАЦІОНАЛЬНИЙ ТЕХНІЧНИЙ УНІВЕРСИТЕТ УКРАЇНИ

«КИЇВСЬКИЙ ПОЛІТЕХНІЧНИЙ ІНСТИТУТ»

ФАКУЛЬТЕТ ІНФОРМАТИКИ І ОБЧИСЛЮВАЛЬНОЇ ТЕХНІКИ

КАФЕДРА ОБЧИСЛЮВАЛЬНОЇ ТЕХНІКИ

**Лабораторна робота №3**

з дисципліни **«**Системне програмування 2**»**

Виконала:

студентка 2 курсу гр. ІВ-71

Молчанова В.С.

Перевірив:

Павлов В.Г.

Київ 2019 р.

**Тема:** створення та настроювання лексичних аналізаторів на основі автоматної граматики

**Мета**: Вивчення схеми табличного подання автоматної граматики лексичного аналізу. Використання об’єктів стану графів автоматів для формування лексем у форматі внутрішнього подання вузлів графів розбору.

**Варіант:** ![](data:image/png;base64,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)

**Лістинг програми:**

public static class Lab3

{

public const string Expression = "if(c)b=sin(2\*a);else b=2\*a;";

public static readonly List<string> Operators = new List<string>

{

"-", "+", "/", "\*", "=", "&", "&&", "|", "||",

"%", "++", "--", "!=", "==", ">", "<", ">=",

"<=", "!", "~", "^", "<<", ">>",

"-=", "+=", "/=", "\*=", "&=", "|=", "^=", "<<=", ">>=", "->", "."

};

public static readonly List<string> ReservedWords = new List<string>

{

"auto", "break", "case", "char", "const", "continue", "default",

"do", "double", "else", "enum", "extern", "float", "for", "goto", "if",

"inline", "int", "long", "register", "restrict", "return", "short",

"signed", "sizeof", "static", "struct", "switch", "typedef", "union",

"unsigned", "void", "volatile", "while"

};

public static readonly List<string> Brackets = new List<string>{"()", "{}", "[]"};

public static readonly List<string> Separators = new List<string>

{

",", ";", ":", "…"

};

public static void DoWork()

{

var noErrors = true;

var bracketsAccumulator = new Dictionary<string, int>();

var withoutBracketsAndSpaces = SplitByBracketsAndSpaces(Expression, bracketsAccumulator);

if (withoutBracketsAndSpaces == null)

{

Console.WriteLine("There is a bracketing error in the input");

}

else

{

var separatorsAccumulator = new Dictionary<string, int>();

var operatorsAccumulator = new Dictionary<string, int>();

var words = new List<string>();

foreach (var part in withoutBracketsAndSpaces)

{

var withoutSeparators = SplitWithCount(part, Separators, separatorsAccumulator);

foreach (var str in withoutSeparators)

{

words.AddRange(SplitWithCount(str, Operators, operatorsAccumulator));

}

}

var reservedWordsAccumulator = new Dictionary<string, int>();

var namesAccumulator = new Dictionary<string, int>();

var numbersAccumulator = new Dictionary<string, int>();

foreach (var word in words.Where(w => w != ""))

{

if (ReservedWords.Contains(word))

{

if (!reservedWordsAccumulator.ContainsKey(word)) reservedWordsAccumulator.Add(word, 0);

reservedWordsAccumulator[word]++;

}

else if (IsNumericalConstant(word))

{

if (!numbersAccumulator.ContainsKey(word)) numbersAccumulator.Add(word, 0);

numbersAccumulator[word]++;

}

else if (CanBeName(word))

{

if (!namesAccumulator.ContainsKey(word)) namesAccumulator.Add(word, 0);

namesAccumulator[word]++;

}

else

{

Console.WriteLine($"{word} is not a reserved word and can't be a variable name");

noErrors = false;

break;

}

}

if (noErrors)

{

Console.WriteLine($"Expression '{Expression}' contains");

PrintResult("Brackets", bracketsAccumulator);

PrintResult("Separators", separatorsAccumulator);

PrintResult("Operators", operatorsAccumulator);

PrintResult("Reserved words", reservedWordsAccumulator);

PrintResult("Variable or method names", namesAccumulator);

PrintResult("Numerical constants", numbersAccumulator);

}

}

Console.ReadLine();

}

private static void PrintResult(string title, Dictionary<string, int> accumulator)

{

if (accumulator.Any())

{

Console.Write($"{title}:\n\t");

foreach (var item in accumulator)

{

Console.Write($"{item.Key} ({item.Value}); ");

}

Console.WriteLine();

}

}

private static List<string> SplitByBracketsAndSpaces(string str, Dictionary<string, int> bracketsAccumulator)

{

var newString = (string)str.Clone();

foreach (var bracketsPair in Brackets)

{

var openedBracket = bracketsPair[0];

var closedBracket = bracketsPair[1];

var opened = 0;

foreach (var symbol in str)

{

if (symbol == openedBracket)

{

opened++;

if (!bracketsAccumulator.ContainsKey(bracketsPair)) bracketsAccumulator.Add(bracketsPair, 0);

bracketsAccumulator[bracketsPair]++;

}

else if (symbol == closedBracket)

{

opened--;

}

if (opened < 0) return null;

}

newString = newString.Replace(openedBracket, ' ');

newString = newString.Replace(closedBracket, ' ');

}

return newString.Split(' ').ToList();

}

private static List<string> SplitWithCount(string str, List<string> separators,

Dictionary<string, int> separatorsAccumulator)

{

separators.Sort(delegate(string x, string y)

{

if (x.Length > y.Length) return -1;

if (x.Length < y.Length) return 1;

return 0;

});

var newStr = str.Clone().ToString();

foreach (var separator in separators)

{

var index = newStr.IndexOf(separator);

while (index != -1)

{

newStr = newStr.Substring(0, index) + " " +

newStr.Substring(index + separator.Length);

index = newStr.IndexOf(separator);

if(!separatorsAccumulator.ContainsKey(separator)) separatorsAccumulator.Add(separator, 0);

separatorsAccumulator[separator]++;

}

}

return newStr.Split(' ').Where(s => s != "").ToList();

}

private static bool CanBeName(string str)

{

return Char.IsLetter(str[0]);

}

private static bool IsNumericalConstant(string str)

{

return str.All(Char.IsDigit);

}

}

**Контрольні приклади:**

1.

Expression 'switch(c){case 0: b=2\*a[n]; break; default: b=d;}' contains

Brackets:

() (1); {} (1); [] (1);

Separators:

: (2); ; (3);

Operators:

= (2); \* (1);

Reserved words:

switch (1); case (1); break (1); default (1);

Variable or method names:

c (1); b (2); n (1);

Numerical constants:

0 (1); 2 (1);

2.

Expression 'do{--n; if(b==a[n]) return n;}while(n); return 0;' contains

Brackets:

() (2); {} (1); [] (1);

Separators:

; (4);

Operators:

-- (1); == (1);

Reserved words:

do (1); if (1); return (2); while (1);

Variable or method names:

n (4); b (1); a (1);

Numerical constants:

0 (1);

3.

Expression 'if(c)b=sin(2\*a);else b=2\*a;' contains

Brackets:

() (2);

Separators:

; (2);

Operators:

= (2); \* (2);

Reserved words:

if (1); else (1);

Variable or method names:

c (1); b (2); sin (1); a (2);

Numerical constants:

2 (2);